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Abstract

This paper discusses key design ideas behind the Bioprocess Library, BPL. The library facilitates modelling and simulation of bioprocesses mainly for the pharmaceutical industry. It borrows some structures from MSL Fluid and Media but differs in central design choices. A typical application consists of both configuration of standard components from the library and tailor-made Modelica code defining the application-dependent medium and bioprocess reactions. The guiding idea is that configuration of components works well for defining the setup of process equipment for a production line, while more flexibility is needed for modelling bioprocess reactions and therefore equations are used. Another central design idea is that components of equipment are centrally adapted to the medium used. One could say that the library is parameterised with the application media and reaction models. The focus of this paper is structural design aspects of the library rather than the content.
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1 Introduction

There is a growing interest in simulation also in the biopharmaceutical industry. Two major vendors of equipment Cytiva (Bioreactor-scaling-tool 2023) and Sartorius today offer services around their products based on using simulation. Two well-known companies are Siemens (with gPROMS) and Dassault (with 3DEXPERIENCE) who offer softwares and services in this market. The need is often a combination of mechanistic and more data-driven modelling. In the academic area the interest in simulation of biological systems has been there for decades and illustrated by the public repositories of models (EMBL BioModels 2023; UC San Diego BiGG Models 2023). So far, Modelica has had very little impact in this field, though. Important aspects of the question is discussed in (Wiechert, Noack, and Elsheikh 2010).

Developing bioprocesses requires a combination of knowledge from different fields like: reactor dynamics, gas-liquid-transfer, buffer-reactions, cell metabolism, recombinant protein expression, degradation processes of product proteins in the broth, impurities etc. Part of this knowledge is well established and can be re-used, while modeling of cell metabolism and product formation may be more unique, and less re-useable. Further, the same reactor may be operated in different ways: batch, fed-batch, continuous, perfusion etc. Various ideas of process control are also interesting to evaluate using simulation.

Bioprocess Library tries to meet these needs of flexibility and possibility to re-use code. It has been gradually developed over many years in-house for consultancy work and also teaching. Examples of applications are (Axelsson 2018; Axelsson 2019; Axelsson 2022). Examples of integrating black-box models together with the traditional mechanistic models has not been done yet, but can certainly be done in the framework. The architecture of the library was outlined in (Axelsson 2021). A key design aspect is to account for the different modelling needs for the process configuration and the actual reactions in the reactor. The engineered part is modelled by conveniently configure components of the library. The biological part requires more flexibility. Modelling of cell metabolism and other reactions in the broth is done by writing down the equations in a certain Modelica format.

This paper is organised as follows. An orientation of the library is given in section 2. Section 3 focuses on the reactor model and how library code is integrated with application code. In section 4 a simple example of fed-batch cultivation illustrates the structure of typical application code. In section 5 the technique of constraint-based modelling is briefly discussed and how such modelling can be handled with the library. In section 6 different aspects of the library design are discussed including the relation to MSL Fluid and Media. The availability of the library is outlined in section 7 and the paper ends in section 8 with concluding remarks.

2 Library structure

The library has a flat hierarchy, limiting the use of partial packages and models. In this way it is hopefully easier to understand and later to expand. A brief orientation of the library is first given. The next section describes the EquipmentLib, followed by a section on the media connectors.

2.1 Overview

The structure of Bioprocess Library is shown in Figure 1. It includes the following packages:

- **UsersGuide** - Package of brief practical information in different records, accessible from the FMU.
- **Interfaces** - Package of templates for liquid and gas, and interfaces for the Reactor component and its inner application models. It is all used in EquipmentLib.
2.2 The EquipmentLib package

The EquipmentLib package has a central role in the library. Components are coded in a generic way. The package is parametrised with two general formal (package) parameters for the media:

- **Liquidphase** - the package for the liquid phase
- **Gasphase** - the package for the gas phase

and four specific formal (model) parameters for just the component Reactor described in section 3.

To improve readability, the code sections defining base packages and partial models are lifted out to the package Interfaces and imported back where needed.

2.3 The media and connectors

The flow direction of both liquid and gas media are usually well-defined in bioprocesses and reflected in the present components. The media connectors are however undirected and prepared to handle back-flow.

The LiquidCon connector code is shown below. The GasCon connector is defined similarly.

**Listing 1. LiquidCon connector**

```modelica
connector LiquidCon
stream Liquidphase.Concentration c;
flow Real F (unit="L/h");
Real p (unit="bar");
end LiquidCon;
```

The connector uses the flow concept for the flow $F$ and the corresponding potential is the pressure $p$. The concentration vector $c$ gets its size from the actual medium. The vector $c$ is declared as a stream variable. The density of the liquid media is calculated when needed based on the concentration $c$ and here is a function in the liquid media base template that takes information of molar weights from the actual application medium. Similar technique as in MSL Media.

Both the inclusion of pressure $p$ and the use of the stream-concept for $c$ are introduced to "future-proof" the library, and facilitate local balancing of models, see (Olsson et al. 2008; Franke et al. 2009). The pressure does not play any role in the applications so far. The pumps are ideal in the sense that a given electrical signal gives the desired flow rate immediately. There has not been any obvious need to model back-flow either, which is the major motivation of the undirected connector using the stream concept (Franke et al. 2009).

The temperature has so far not been considered important in the modelling. The temperature is usually in the range from room temperature up to 37°C and well controlled. The cell culture produces heat due to metabolism and at high cell concentrations and feed rate, the cooling capacity of the reactor sets a limit. This limit is very similar to the oxygen transfer capacity. Both set about the same limit of rate of metabolism supported by mechanical reactor design. The process is usually designed with some margin to this limit, see simulations in section 4.4.
3 The reactor component

The various reactions of the process are thought to take place only in the Reactor component. The other equipment only transports, stores, separates media species, or mixes media from several sources. The Reactor combines standard and application dependent parts in a complex way. The component ReactorAir is an extension of the Reactor to also handle gas phase.

The reactions in a typical bioreactor can be divided into different parts. These parts are user-defined sub-models, i.e. inner components, to the Reactor and serve as formal (type) parameters:

- culture - reactions in the living cells
- broth_decay - degradation of substances and even of the living cells in the culture broth
- pH_buffer - pH-buffer reactions in the broth
- gas_liquid_transfer - gas-liquid-transfer between the reactor broth and gas phase

An important observation is that it is the concentration of substances that drives the rate of reactions in these different parts. The broth concentration is the "communication link" between them. Therefore, concentration is chosen as an inner variable in the reactor. Similarly, gas fraction is used as an inner variable in the extension for aerated reactor. The different parts are naturally sub-models to the reactor model. The reactor sub-models communicate back to the reactor through rate-variables. These rate-variables are normalised with respect to the biomass concentration in the cell and with respect to liquid reactor volume $V$ for the others.

The corresponding code-snippet for the reactor model is shown below. A key application dependent parameter is $nc$, that stands for the number of components, or we should say species, in the medium.

Listing 2. Reactor model equations

```plaintext
// Concentrations for the liquid phase:
for i in 1:liquidphase.nc loop
  c[i] = m[i]/V;
for j in 1:n_outlets loop
  outlet[j].c[i] = c[i];
end for;
for j in 1:n_inlets loop
  inlet[j].c[i] = c[i];
end for;

// Mass balance for the liquid phase:
for i in 1:liquidphase.nc loop
  der(m[i]) = der(V) = sum(inlet[i].F for i) + sum(outlet[i].F for i);
  der(V) = sum(c[i]*outlet[i].F for i) + sum(c[i]*inlet[i].F for i) - sum(c[i]*port[i].F for i);
end for;

// Liquid volume of the reactor:
der(V) = sum(inlet[i].F for i) + sum(outlet[i].F for i);
```

The different sub-models are all optional and Mod- elica provide language constructs to support use of no_broth_decay, no_culture, etc. The interface standard between the reactor and the sub-models are defined in the package Interfaces in BPL.

4 Application code

A simple example will illustrate the structure of the application code, adaptation of the EquipmentLib to the application, and finally the configuration of the process model. The model has no gas phase or broth decay, and pH-buffer reactions are not defined either.

The mass-balance model of the example is as follows. See for instance chapter 6 in (Hu 2020).

\[
\frac{d(m[S])}{dt} = -q_S(c[S]) \cdot m[X] + S_m F_{in}(t) \quad (1)
\]
\[
\frac{d(m[X])}{dt} = \mu(c[S]) \cdot m[X] \quad (2)
\]
\[
\frac{dV}{dt} = F_{in}(t) \quad (3)
\]

where the specific cell growth rate $\mu(c[S])$ and substrate uptake $q_S(c[S])$ are directly related through the yield $Y$ which is here a constant

\[
\mu(c[S]) = Y \cdot q_S(c[S]) = Y \cdot \frac{q_{Smax}}{K_S + c[S]} \quad (4)
\]

The dosage of substrate $F_{in}(t)$ is controlled from a process computer according to a pre-defined exponential scheme.

4.1 Application medium and reactions

The medium is defined by the following package.

Listing 3. Application medium

```plaintext
package Liquidphase2
import BPL.Interfaces.LiquidphaseBase;
extends LiquidphaseBase
(name="Standard components X and S", nc=2);
constant Integer X=1;
constant Integer S=2;
constant Real(nc) mw (each unit="Da") = [24.6, 180.0];
end Liquidphase2;
```

The reactions in the cell culture are described by the following model, see Listing 4.
Listing 4. Application culture

```model Culture2 "Text-book culture model."
import BPL.Interfaces.ReactorInterface;
extends ReactorInterface (redeclare
package Liquidphase=Liquidphase2);
outer Liquidphase.Concentration c;
Liquidphase.Rate q;
constant Integer X = Liquidphase.X;
constant Integer S = Liquidphase.S;
parameter Real Ks (unit="g/L") = 0.1;
parameter Real qSmax (unit="g/(g*h)") = 1;
parameter Real Y (unit="g/g") = 0.50;
Real mu (unit="1/h");
equation
  q[X] = mu;
  q[S] = -qSmax*c[S]/(c[S]+Ks);
  mu = -Y*q[S];
end Culture2;
```

Note that the culture model relates metabolic flow rates \(q[]\) to reactor concentrations \(c[]\) with a static function. Even for much more complex culture models the relation is a static function, cf equation (5) in the next section. However, if we need to introduce dynamics in the culture model this can be done in this framework too.

It is a possibility to structure the culture model in more parts. This usually improves readability and can help in the dialogue with microbiologists around this part.

4.2 Adaptation of the EquipmentLib

The adaptation of the BPL/EquipmentLib to the application medium and culture model is done in the few lines of code below.

Listing 5. Adaptation of EquipmentLib to the application

```package Equipment
import BPL.EquipmentLib;
extends EquipmentLib (redeclare package Liquidphase =
楼主 Liquidphase2, Reactor (redeclare model Culture = Culture2));
end Equipment;
```

Note that package Liquidphase and model Culture are formal (type) parameters to EquipmentLib and get their values from the application. The concept of formal parameters are discussed in section 4.4 (Fritzson 2015).

4.3 Configuration of the application process

The application process can now easily be configured using the adapted library. Note that for the component bioreactor the medium component for cell concentration must be specified and also that an inlet to the reactor is needed. The component feedtank is an integration of a feedtank with a pump. The component dosage scheme is taken from BPL/Control package and has an electrical signal connector and no adaptation needed.

The application code needs just the three sections shown. It is possible in the package Equipment to define special tailor-made models of equipment needed for the application that is not available in the library.

Listing 6. Application configuration

```model Fedbatch "Fedbatch cultivation"
Liquidphase_data liquidphase;
Equipment.Reactor bioreactor (X=liquidphase.X, n_inlets=1);
Equipment.FeedSystem feedtank;
Control.DosageSchemeExp dosagescheme;
equation
  connect(bioreactor.inlet[1], feedtank.
  outlet);
  connect(feedtank.Fsp, dosagescheme.F);
end Fedbatch;
```

4.4 Simulation results

The example above of fed-batch cultivation is simulated with quite typical parameters for yeast (S. cerevisiae) cultivation (by-product formation neglected), see Figure 2.

It is common to start fed-batch cultivation with a short batch phase, as we see here. When the initial substrate is consumed the substrate feeding is started at 4 h and follows a certain scheme. Here a well-designed exponential feed scheme is used. Note that the substrate level is kept low and growth rate kept constant at about half the maximal rate. From time 15 h and on, the feed rate is kept constant in order to avoid challenging the reactor capacity, but not modelled here. The capacity limit is determined by the oxygen transfer and cooling capacity. During this time with constant feed rate the culture continues to grow but at a slowly decreasing rate.

5 Note on constraint-based modelling

The culture sub-model of the reactor is in many applications a static non-linear function \(f()\) relating reaction rates \(q[]\) of cell metabolism and growth to reactor broth con-
centrations \( c[] \). There are \( nc \) species in the broth and rates \( q_j(t) \) defined for each of them at time \( t \)

\[
q_j(t) = f_i(c_j(t)), \quad j = 1...nc
\]

(5)

The function is derived from the underlying system of equations of reactions rates. It is quite common that the system of steady state equations is under-determined and therefore complemented with constraints that determine the system. This leads to a formulation of the function \( f() \) in an implicit way, as a solution of an optimisation problem. It is a convenience of modelling that has some similarity with analytical mechanics in physics.

An example showing cell growth on two substrates illustrates the idea. The example is a simplified version of yeast growing on glucose \( G \) and ethanol \( E \). In this example the important fact that yeast can produce ethanol is dropped. Both substrates can be taken up and metabolised in parallel and the cell coordinate the uptake rates to maximise its specific growth rate \( \mu \)

\[
\mu = Y_{Gr} \cdot q_{Gr} + Y_{Er} \cdot q_{Er}
\]

(6)

under the constraint of the cells limited respiratory capacity \( q^{lim}_{O2} \) see (Sonnlein and Käppeli 1986)

\[
k_{og} \cdot q_{Gr} + k_{oe} \cdot q_{Er} \leq q^{lim}_{O2}
\]

(7)

At low substrate levels the uptakes are limited by the concentrations in the broth

\[
q_{Gr} \leq \alpha G
\]

(8)

\[
q_{Er} \leq \beta E
\]

(9)

Listing 7. Calculation of "culture" \( f() \) using linear programming done with Optlang in Python

```python
def f(G,E):
    qGr=Variable('qGr',lb=0)
    qEr=Variable('qEr',lb=0)
    mu_max=Objective(YGr*qGr+YEr*qEr,
                     direction='max'
    qO2lim=Constraint(kog*qGr+koe*qEr,
                      ub=qO2max)
    qGlim=Constraint(qGr,ub=alpha*max(0,G)
    qElim=Constraint(qEr,ub=beta*max(0,E)

    f.objective=mu_max
    f.add(qO2lim)
    f.add(qGlim)
    f.add(qElim)

    f.optimize()
    return (f.objective.value,
            f.variables.qGr.primal,
            f.variables.qEr.primal)
```

Thus, the optimization problem (6)-(9) gives the static function (5) that relates metabolic rates to the broth concentrations and describes the culture, see formulation in the high level Python package Optlang (Jensen, Cardoso, and Sonnenschein 2017) in Listing 7.
atively transparent. The public model repository (EMBL BioModels 2023) contains today about 1000 models and 20 percent of them use constraint-based modelling and the rest use mainly ODE. The public repository (UC San Diego BiGG Models 2023) contains about 100 large genome scale models with thousands of reactions all modelled using a constraint-based technique. The modelling software preferred is COBRApy that is based on Optlang, see (Ebrahim et al. 2013).

Thus, the framework presented here with BPL, FMU-simulation of the bioprocess setup and Optlang for handling constraint-based modelling of the culture, can integrate the two modelling techniques, see (Axelsson 2018; BPL Applications 2023).

It would likely be better to handle the constraint-based modelling within Modelica. With the Modelica extension Optimica at least the basic example above can be simulated with ease (Axelsson 2018). Here is also a recently developed Modelica toolbox for Differential Algebraic Embedded Optimization (DAEO) which address constraint-based models and seems very interesting (Ploch, Zhao, et al. 2019; Ploch, Lieres, et al. 2020). The drawback with a Modelica-solution is that models from the public repositories needs to be translated to Modelica, but can perhaps be automated.

6 Reflections on the library design

Here the BPL approach is compared with techniques of MSL Fluid and Media and some other libraries. The first sub-section addresses the scope of the library more clearly. In the later half of the section more broader questions are briefly discussed.

6.1 Limitations of the library

The focus of the Bioprocess Library is after all towards bio-pharmaceutical processes, often involving recombinant protein expression. This means that processes are usually operated in the temperature range 20 – 37°C. Further the pressure is usually just above room pressure. The viscosity of liquids is like water. The reactor volumes are often up to 1000 L but occasionally 10000 L. Thus, several properties of media accounted for in MSL Fluid and Media are not that relevant.

If we look at biotechnology processes more broadly and include antibiotics, enzyme-production, baker’s yeast production, breweries, or biorefinery industry, then the reactor scale may go up to 100 m³, and reactor media are more complex and may be viscous. In this scenario MSL Fluid and Media can be more of help. One interesting application from biorefinery industry is (Ploch, Zhao, et al. 2019) where Modelica is used together with MSL Fluid and Media in combination with tailor-made modelling of bioreactor with a microbial culture.

6.2 Central vs local definition of media

The BPL has a structure where the medium is centrally defined for all components in EquipmentLib. This is in contrast to MSL Fluid where each component has an individual local definition of medium. There are certainly pros and cons with the two approaches.

There has been an expressed wish to in some way automate the process of choice of medium to simplify and ensure correctness of code. In the conclusion of (Franke et al. 2009) it is stated: "The used medium has currently to be defined for every component. It would be nicer if the medium was defined at one source and the medium definition would then be propagated through the connection structure."

The "propagation" of medium definition is in BPL done using "adaptation" of package using formal (type) parameters, as shown in the example in section 4.2. The idea behind using application package media as well as sub-models of the reactor as "type formal parameters" for the EquipmentLib package came from material in chapter 4.4 and an odd example in chapter 10.4 in (Fritzson 2015), combined with an urge for simplicity.

6.3 Equations vs components

The BPL defines reactions with equations rather than components. The reactions are grouped in four categories as outlined in section 3, and seen as sub-models to the Reactor component. The sub-models can be given an internal structure of interacting sub-sub-models to enhance readability and simplify modifications. Especially relevant for culture models. It is up to the user who writes the application code.

To introduce components for say the culture model is difficult. Different approaches to model biochemical networks are discussed in (Wieczer, Noack, and Elsheikh 2010). There is a public Modelica library, BioChem (Brugård et al. 2009), that brings component modelling to biochemical reaction network. The possibility to integrate BPL with BioChem has not been investigated, so far.

The focus of MSL Fluid and Media is on thermo-fluid modelling as is clearly stated in the MSL documentation. Thus, the focus of the library is not really on chemical reaction processes as pointed out earlier (Baharev and Neuhaier 2012).

6.4 Code in consultant-customer relation

In my experience of consultancy work the customer is focused on results of using simulation rather than the simulation tool itself. In this context it is important to show and document the application code outlined in section 4. Provided the configuration of the process using standard components is clear and tested enough, there is little interest for the details of the library. The customer is usually satisfied to own the application code, while the consultant owns the library. If there is an interest, the consultant can deliver a compiled FMU and Jupyter notebooks that generate the results presented in the project.
6.5 Challenges for the GUI

The library has been developed with little concern about a graphical user interface. One reason is that the (deprecated) software JModelica (Åkesson et al. 2010) has been used which lacks a GUI. Another reason is that there are differences between different vendors design of the GUI although the Modelica Standard Library sets an informal standard of what GUI facilities are implemented. However, the Modelica language is richer.

The challenges to configure BPL applications graphically are the following:

1. The package BPL/EquipmentLib has two formal (type) parameters for media: Liquidphase and Gasphase.

2. The BPL/EquipmentLib/Reactor has four formal (type) parameters for sub-models: culture, broth_decay, pH_buffer, and gas_liquid_transfer.

3. The BPL/EquipmentLib/Reactor use inner/outer implicit connection to the sub-models listed in the previous item. There is also a specific connection for each sub-model back to the Reactor.

4. The BPL/EquipmentLib/Reactor has also variable number of inlets and outlets and affect the icon of the component.

A first attempt to address GUI configuration in OpenModelica is shown in Figure 4, cf Listing 9. We see the model of fed-batch cultivation in section 4. Note that the electrical connector is represented by a thin line and the liquid phase connector with a thick filled line. For gas phase a thick open line is used, not shown.

6.6 Library modification for different GUI

Not all Modelica implementations have a GUI that supports parametrisation of packages, although the compiler does. This affects the design of the package EquipmentLib and the structure of the applications code. One approach to solve this dilemma is to introduce a parallel package EquipmentLib2 where the formal (package) parameters for media as well as connector code, are moved into each component instead. Then adaptation to the application media is done at instantiation of the component instead. Thus Listing 5 and Listing 6 are then combined as shown in Listing 9, done by the GUI.

Listing 9. Application configuration when parametrisation of packages are not supported by the GUI

```model Fedbatch "Fedbatch cultivation"
  Liquidphase_data liquidphase;
  EquipmentLib2.Reactor bioreactor(
    declare package Liquidphase = Liquidphase2,
    declare model Culture = Culture2,
    X = Liquidphase.X, n_inlets=1);
  EquipmentLib2.Feedsystem feedtank(
    declare package Liquidphase = Liquidphase2);
  Control.DosageSchemeExp dosagescheme;
  equation
    connect(bioreactor.inlet[1], feedtank. outlet);
    connect(feedtank.Fsp, dosagescheme.F);
end Fedbatch;
```

The solution in Listing 9 has a structure similar to the MSL Fluid and Media. The drawback with this structure is that you need to redeclare media packages for each component. In OpenModelica this is done manually by the user. In the software Impact from Modelon there is also a possibility to automate this tedious and error-prone work in the GUI, see (Modelon 2023).

An alternative approach to keep redeclaration of media to one central place for components taken from package EquipmentLib2, is to introduce a global formal type parameter for the application code that the components media redeclaration refer to, see Listing 10 below.

Listing 10. Application configuration when parametrisation of packages are not supported by the GUI and global parameter for package Liquidphase introduced to centralize user interaction

```model Fedbatch "Fedbatch cultivation"
  Liquidphase_data liquidphase;
  replaceable package Liquidphase = Liquidphase2;
  EquipmentLib2.Reactor bioreactor(
    declare package Liquidphase = Liquidphase2,
...
```

The approach with a global formal type parameter can be found in some MSL Fluid examples, e.g. ThreeTanks, and the technique is in fact generally widely used. The drawback with this method is that it requires editing of the code manually, and can not be done with just using the (current) GUIs.

6.7 An idea for GUI improvement

The different Modelica GUI are similar and simplified to focus on components and their interconnections. The awareness of which package a certain component comes from is important at the time of configuration but later of little use. In the code view the programmer is naturally more aware of the package a component belong to.
One way to make package information accessible in the GUI is shown in Figure 5. The package Equipment is represented by the box in the lower right corner. Clicking on this box shows general (type) parameters for the package and in this case the package Liquidphase and what that package is, and the user can change it. The code is then re-translated. Note that clicking on the box highlights the components in the configuration that belong to Equipment and affected by a change. A complement could be to in each component introduce a symbol for what package the component come from and when clicked the box with information of the package is shown and the other components in the configuration from the same package are high-lighted.

In MSL there are libraries where the need for expressing common properties for several components in a central way are addressed. The technique used is to define a central component that other components connect implicitly with using inner/outer variable mechanism. In the Fluid library the central component is called system and in the Multibody library it is called world. When the central component is defined on the top level it provides application wide access and can be seen as global parameters (SystemComponent 2023). This should be compared with the idea presented in this paper, namely package parametrisation using mechanism of inheritance. It make use of the package structure and is not global parameters. The pros and cons of the different approaches needs further analysis.

### 6.8 Two-level system configuration with GUI

In practice it is common to first settle the process setup and then explore various strategies for operation and control. However, in some contexts it can be fruitful to investigate the interplay of process and control design.

The process setup can effectively be coded using the procedure in section 4 and shown in Listing 11. The configuration provides an openness of how operation and control should be done. The model Fedbatch_base combines the feed tank with the bioreactor, but we do not include any dosage scheme. Further we equip the reactor with an on-line sensor for measurement of substrate concentration.

The operation and control of the process is then configured at a second level. Here we can let the process be operated by a fixed dosage scheme of the feed rate as before, or for example investigate the use of feedback control of the feed rate around the dosage scheme based on the on-line substrate measurement signal.

Listing 11. Application configuration fed-batch - level 1

```plaintext
model Fedbatch_base "Fedbatch cultivation"

Liquidphase_data liquidphase;
EquipmentLib.Reactor bioreactor(
    X=liquidphase.X, n_inlets=1, n_ports=1);
EquipmentLib.ProbeSensor sensor(
    component=liquidphase.S);
EquipmentLib.Feedsystem feedtank;
Interfaces.RealInput Fsp;
Interfaces.RealOutput S_measured;
equation
    connect(Fsp, feedtank.Fsp);
    connect(feedtank.outlet, bioreactor.inlet[1]);
    connect(bioreactor.port[1], sensor.probe);
    connect(sensor.probe.out, S_measured);
end Fedbatch_base;
```

This second-level configuration of the control system can be done using the GUI, as shown in Figure 6. Since we on this level only deal with electrical signals here is little difference between the GUI of different vendors, in this respect. Further, the advantage of exploratory GUI-configuration is more obvious than for the process setup.

Simulation during start-up of the process is shown in Figure 7. We see mainly that the control system is stable and keeps the substrate level at a low level close to the set-point during the exponential growth phase. To evaluate the advantage of substrate control compared to fixed dosage schemes requires a number of simulations taking into account variation in the initial cell concentration as well as variation in the culture parameters, and is outside the scope of this paper.

A two-level configuration process is natural in many situations and combine the strength of package parametrisa-
Figure 7. Simulation of fed-batch cultivation with substrate control from on-line substrate measurement and adjustments of the feed rate around the fixed dosage scheme. Focus on the start-up.

At GitHub I already provide FMU-compiled demo examples with Jupyter notebooks that can be downloaded, or run from the web-browser using Google Colab virtual machines. The focus is here on further developing usage of simulation and post-processing using Python, by the GitHub-community. The examples include both the textbook culture model here, as well as models of microbial yeast (S. cerevisiae) and mammalian cell culture (CHO) for recombinant protein production. The cultures are run as batch, fed-batch, continuous and perfusion. The examples include dynamics of operation, model calibration, sensitivity analysis, design space calculation, scale-down, regulator tuning and process optimisation.

8 Concluding remarks

The presentation has focused on structural design aspects of the Bioprocess Library, and little on the content. Design aspects of more general interests are:

- Part of the user configuration is done by equations in a certain format as described in Section 3 and exemplified in Listing 4. The other part of the user configuration is done traditionally using components, as described in Section 4 and exemplified in Listing 6.

- The parametrisation of components with media are done on the package level instead of on the individual component level, as described in Section 4 and exemplified in Listing 5 and 6.

- The GUI varies between different vendors and not all supports parametrisation on the package level. Even for those vendors that allow GUI configuration as in Listing 6, it is not clear how to interact with the formal parameters on the package level using the GUI.

Hopefully, the library will lower the threshold to use Modelica for simulation of bioprocesses, and the unorthodox design appreciated. Suggestions for including important new components to facilitate usage are welcome! There is also a public place for developing and sharing Jupyter notebooks addressing bioprocess questions using simulation in combination with other tools.
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