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Abstract

In the development of complex, novel electrified aerial systems such as Unmanned Aerial Vehicles (UAVs) and electric vertical take-off and landing (eVTOL) systems, multi-domain modeling and simulation studies can provide indispensable insight on system design and performance. In this paper, a Modelica library that can be used to model multi-domain drones is introduced. This library models a drone in the electrical, mechanical, and control domains, with examples for applications such as battery-power analysis, virtual reality simulation and user interaction. Keywords: drone, quadcopter, eVTOL, UAV

1 Introduction

The DroneLibrary was created in response to the growing need for simulation-based studies in Unmanned Aerial Vehicle (UAV) drone and electric vertical take-off and landing (eVTOL) electric aircraft for Urban Air Mobility (UAM) (Doo et al. 2021). Multi-engineering domain, simulation-based studies are valuable in determining which design concepts and methods for eVTOL systems can best meet design requirements and specifications (Podlaski, Niemiec, et al. 2021; Podlaski, Vanfretti, et al. 2022). There are limited opportunities for creating and testing physical prototypes for such systems due to time and monetary constraints. These systems also have limitations on which physical device qualities are recorded during testing, making well-defined reliable models valuable at early design stages for eVTOL systems, such as those seen in conventional fixed-wing distributed electrical propulsion physical prototype systems (Borer et al. 2016).

To bridge this gap, the authors’ prior efforts in this area (M. Podlaski 2020; M. Podlaski 2021) have resulted in a Modelica library that includes multi-domain models to represent each subsystem of a quadcopter, specifically focusing on the mechanical, electrical, and control domains. This library contains examples of the quadcopter model at multiple levels of detail under different operating conditions. The component models are developed in a manner to easily replace them for different simulation applications, creating replaceable models that are easy to maintain with broad application scope.

1.1 Related Works

This library builds off of the works in (M. Podlaski 2020), which show initial models and simulation results for the DroneLibrary. The aerodynamic and mechanical behavior of these models are derived from (Bresciani 2008) and (Luukkonen 2011).

System-level drone models created using Modelica have previously been discussed in (Kuric, Osmic, and Tahirovic 2017). However, these systems mainly focused on multicopter aerial vehicle (MAV) dynamics modeling while assuming ideal and constant power consumption. All dynamics in this MAV Modelica model are reduced to a single domain, linear model. In this library, non-idealities in the electrical system are introduced.

A drone PID controller developed using Modelica is discussed in (Ma, Li, and Nae 2016). This model assumes that the drone body is rigid and symmetrical with the force of each propeller proportional to the square of the angular speed of the propeller. The models in the DroneLibrary build off the ideal assumptions made in this work by adding flexibility to accommodate different airframe structures through the multibody mechanics.

In contrast with the aforementioned previous works that aims in modeling system dynamic aspects of specific drone or eVTOL systems, the work in (Coïc, Budinger, and Delbecq 2022) targets drone sizing and trajectory optimization aspects. While the library proposed could be used for these purposes too, this is out of the scope of the present paper.

Finally, it is necessary to note that the present work has its origin as a course project by Hao Chang in 2018 at Rensselaer Polytechnic Institute that was the basis of the start of the DroneLibrary. At that time there were no commercial or open source libraries offering the capabilities that have been now consolidated into the DroneLibrary. To the authors’ knowledge, the DroneLibrary is the only open source license free library with the described scope of applications. In the case of commercial and proprietary libraries, with the release of Dymola 2022, Dassault Systèmes included the Aviation Systems Library (AVL), which offers a similar scope for multi-copter and extends it to fixed wing aircraft. Similarly, Claytex released a UAV Dynamics Library in 2020 1.

1 There is limited publicly available information about these li-
that now has a similar scope and application areas as the AVL\textsuperscript{2}. While these commercial libraries have a broader scope, the DroneLibrary provides an open-source option that reduces the barrier of entry for drone modeling and can be seen as a starting point before working with these specialized libraries if the need arises.

2 Library Overview

The package structure of the DroneLibrary is shown in Figure 1. Test cases of the quadcopter are located in the Examples package. The Blocks package has models used to create the controllers and input signal commands for the quadcopter. The Electrical and Mechanical contain models at varying levels of modeling fidelity representing the electrical and mechanical components used in the drone, such as motors, chassis frames, and power sources. The Sensors package contains sensor models used to track the drone’s location and acceleration during flight to assist in the control. The Visualization package utilizes the DLR Visualization library to simulate the quadcopter in interactive virtual reality environments. This package contains multiple examples for interacting with the drone model via hardware-in-the-loop (HIL) using keyboard and joystick commands.

The library is dependent on the other following libraries:

- Modelica Standard Library, v4.0.0 (Modelica Association 2023)
- Modelica Device Drivers Library, v2.1.1 (Thiele et al. 2017), visualization examples only.

Figure 1. DroneLibrary package structure.

3 Examples

All of the components described herein are configured to create the simple quadcopter model shown in Figures 2 and 3. Figure 2 shows the system when an ideal power source is used, while Figure 3 shows the system with a battery power source. The quadcopter chassis in Figure 3 also has the frame_al connector that can be linked to additional external payloads, such as a camera.

These quadcopter variants are tested in models configured in the Examples package. The examples include using different input signals to control the inputs $xcoord$, $ycoord$, and $zcoord$, which can be signals provided in the DroneLibrary, Modelica Standard Library, experimental data, and custom signal functions defined by the user. The inputs for the quadcopter model can also be left disconnected from any inputs and compiled as a Functional Mock-up Unit (FMU). By selecting this option, the model can be exported to other software tools for analysis and simulation.

4 Electrical Models

The models for the drone’s motors and power sources are located in the Electrical package.

4.1 Source Models

The Modelica Standard Library includes a battery stack model that is included in the Examples.DroneWithoutIdealPower package, which is used when a battery model is desired.

The battery model is configured to interface with the rest of the drone’s power system using two different power electronic typologies. One of these topologies is shown in Figure 4, where the battery model in the Modelica Standard Library is connected to a step-down DCDC converter to provide power to the drone’s main controller unit (MCU). The other topology in the package includes an additional set of electrical pins to connect the battery to each of the drivetrains.

Figure 4. Battery with DCDC converter to interface with drone controller.

In the battery topology that connects the batteries to
Figure 2. Quadcopter model used in example cases.

Figure 3. Complete drone model consisting of propellers, motor, controller, and chassis with battery power system. Inputs come from x, y, and z coordinate location commanded by the user.
each of the drivetrains, additional control to scale the voltage applied to the drivetrain is necessary. This is dependent on the SOC of the battery as well as the signal from the MCU. This component, PowerControl, is shown in Figure 5.

![Figure 5](image_url)

Figure 5. Control component to scale voltage applied to drivetrain based on battery SOC and MCU signal.

### 4.2 Machine Models

The library contains multiple machine models at varying degrees of modeling fidelity. The simplest representation of the motor is defined as SimpleDCMotor, which follows Equations (1)-(3) below. This model only considers torque $\tau$, linear force $f$, motor speed $\omega$, and current $i$ to control the motor with no electrical, thermal, or mechanical losses considered in the model.

\[
\tau = K_\tau \cdot i 
\]

\[
J_p \frac{d\omega}{dt} = \tau - b \cdot \omega
\]

\[
f = K_f \cdot \omega
\]

Most quadcopter systems use brushless DC motors in drivetrains due to their high efficiency and power-to-size ratio. To this end, the library includes an example using the permanent magnet DC machine model DC_PermanentMagnet from the Modelica Standard Library in the Examples package.

### 5 Mechanical Models

The mechanical package includes the following subpackages to model the quadcopter in the mechanical domain:

- Blades
- Propeller
- Chassis
- Rotor
- Motor

The components in the mechanical package use a replaceable template structure, where the components use the same base model that is parameterized for different quadcopters and levels of modeling fidelity. Inside of each of these subpackages, there is a package called Templates where the template for the component is stored.

### 5.1 Blade Models

The blade models utilize the Modelica Standard Library’s multibody functionalities to link with the rest of the system mechanically. The blade model uses a template defined in DroneLibrary.Mechanical.Blades.Templates, which includes the multibody connector Input that interfaces a 3-dimensional force and torque vector with the rest of the drivetrain. The blade model consists of two-point body masses representing the individual wings in the model, denoted as the bodyShape components in Figure 7. Since the drone models can be animated, the blade model utilizes the fixedShape component from the MultiBody.Visualizers.FixedShape package from the Modelica Standard Library. The blade model can be configured to be animated using a .stl file when the model is simulated, that is stored in the A_Modelica/DroneLibrary/Resources/Images folder of the library. The library also includes blade models parameterized for quadcopters such as the Mavic Air and Phantom. This entails defining the blade’s mass $m$ and relative distance (defined as an XYZ-coordinate) to the quadcopter body as a point body mass as shown in...
5.2 Propeller Models

The propeller template is shown in Figure 8. The propeller model combines the motor, rotor, and blade models using a replaceable model structure. Each propeller has a position input from the controller and has an Airframe mechanical connector that communicates a 3-dimensional force and torque value with the quadcopter’s chassis.

The propeller model can also be configured to account for a system that has a non-ideal power source, e.g., a battery that changes voltage as it discharges. This is shown in Figure 9, where the electrical pin connector \( p1 \) electrically links the voltage and current drawn by the motor to the quadcopter’s power source.

5.3 Chassis Models

The quadcopter’s body is modeled in the chassis subpackage. The template of the chassis model is shown in Figure 10, which connects mechanically to each of the propellers using the \( \text{frame}_a \) connectors. Each arm of the quadcopter’s chassis is modeled as a point body mass \( \text{bodyShape} \), and the centralized body of the quadcopter is represented by the \( \text{bodyCylinder} \) and \( \text{pointMass} \) components. The \( \text{frame}_a4 \) interface connects the quadcopter chassis to various sensors that control the drone’s positioning, pitch, and yaw. The chassis model is configured to be animated in Figure 11, which contains a \( \text{fixedShape} \) component that links a .stl file representing the chassis to be used in the animation of the quadcopter.
The chassis multibody masses follow the mathematical model in Equation (4). Each inertia tensor can be defined individually in this system, which reduces to Equation (5) as defined in the Modelica Standard Library (MSL)’s Multibody Library (Otter, Elmqvist, and Mattsson 2003).

\[
\tau = I_{XYZ} \alpha = \begin{bmatrix} I_{XX} & I_{XY} & I_{XZ} \\ I_{YX} & I_{YY} & I_{YZ} \\ I_{ZX} & I_{ZY} & I_{ZZ} \end{bmatrix} \begin{bmatrix} \dot{\omega}_X \\ \dot{\omega}_Y \\ \dot{\omega}_Z \end{bmatrix}
\]  

(4)

\[
\tau = \begin{bmatrix} I_{XX} & 0 & 0 \\ 0 & I_{YY} & 0 \\ 0 & 0 & I_{ZZ} \end{bmatrix} \begin{bmatrix} \dot{\omega}_X \\ \dot{\omega}_Y \\ \dot{\omega}_Z \end{bmatrix}
\]  

(5)

Figure 10. Chassis model template.

Figure 12. Rotor model. The red box in the lower left corner of the model represents the calculations needed to determine aerodynamic forces applied to the rotor.

Figure 11. Chassis model with visualization functionalities.

5.4 Rotor Models

The rotor model is represented in Figure 12, which mechanically links to the motor, chassis, and blades. The multibody interfaces \texttt{torque\_1} and \texttt{torque\_2} link the torque from the machine to the revolute. The revolute’s speed is determined by a scaled measurement of the relative angular velocity between \texttt{torque\_1} and \texttt{torque\_2}.

The aerodynamic forces are applied to the rotor using the \( \omega^2 \) model. Equation (6) calculates the aerodynamic torque, \texttt{aero\_torque}. More information about the derivation of the simplified model can be found in (Luukkonen 2011).

\[
\tau_{\omega} = (3.5 \times 10^{-6}) \omega^2
\]

(6)

5.5 Motor Models

The motor subpackage contains two templates, \texttt{DCMotor} and \texttt{DCMotor\_Power}. These templates can be configured...
Figure 13. Motor model. The red box contains the components used to calculate the thrust.

with any of the models from the Electrical.Motors subpackage. The motor models receive a voltage command from the controller and link the rotor speed and torque mechanically with the rest of the system. In the case of the DCMotor_Power models such as the one shown in Figure 13, the electrical pin p1 can be connected to an external power source such as a battery model. The voltage command is scaled according to the maximum voltage the power source provides using the Electrical.Sources.PowerControl component. For the motor models using the DCMotor template, the Electrical.Sources.PowerControl and p1 components are removed to represent the electrical system at a lower level of modeling fidelity.

In the motor models, the aerodynamic forces applied to the quadcopter are calculated using the $\omega^2$ model. Equation (7) determines the torque applied from the motor. The thrust provided by the motor is calculated in the component thrust in Figure 13. The thrusts are coupled to the motor component using the mechanical multibody connector thrust. More information about the derivation of the simplified model can be found in (Luukkonen 2011).

$$\tau_h = 0.0015\omega^2$$  

(7)

6 Sensor Models

The sensors package includes models used in the quadcopter to monitor its status and provide measurements for control. This package contains accelerometer models, gyroscope models, and GPS models to track the location of the quadcopter. Figure 14 shows the GPS sensor model, which uses the relative position sensor from the Modelica Standard Library to track the quadcopter’s relative position to an origin point. It links mechanically to the quadcopter chassis through interface frame_a and communicates a three-dimensional position vector signal to the controller through real output y[].

7 Other Packages

The library also contains various subpackages that provide ancillary functionalities for simulation and analysis.

7.1 Blocks

The Blocks subpackage contains models for sources, controls, and signal routing used in the quadcopter components. The Sources subpackage contains two models that can be used as XYZ-coordinate inputs to the quadcopter. The circlePath component gives a flight command to fly the quadcopter in a circular motion and the linePath command applies a ramp path along an axis to fly the quadcopter in a straight line.

In the Control subpackage, there are PID transfer function blocks that are used to model the main controller units using both discrete and continuous controls. The discrete PID transfer function component is shown in Figure 15, which uses the clocked components from the Modelica Standard Library to model the PID controls. These models are typically used in virtual reality applications. The purpose of including multiple representations of the PID control blocks is to support a broad range of simulation studies and applications where different integration and simulation methods are used.

7.2 Visualize

The Visualize package includes models that allow the user to use visualization functionalities provided both by the MSL and those that depend on the DLR Visualization Library (Hellerer, Bellmann, and Schlegel 2014). It provides component models for the user to
interact in real-time with the model using functionalities of the Modelica Devices Library, enabling keyboard and joystick input. Examples that use these functionalities can be found in Examples.Visualize. Before using the examples, see the information included in Examples.Visualize.HowToRun.

7.3 Tests
The Tests subpackage contains test model examples for individual subsystems in the quadcopter. These models verify the functionality of the discrete control elements, the command path models, and the quadcopter components incrementally. These models can also be useful for helping users through the debugging process when developing new models.

8 Examples

8.1 Basic Example
Several example model can be found within the package Examples.DroneWithIdealPower. The package contains a TestSystem, as shown enclosed in blue in Figure 16. The goal is to simulate the drone’s take-off and hovering by providing a ramp input to the z-axis reference. The figure also shows how the model can be quickly reconfigured to analyze diverse model variants by using the replaceable models, as illustrated in Figure 16 where the simplest representation of the drivetrain’s machine is chosen.

The simplest representation, i.e., when selecting Drone_IdealMachine as shown in Figure 16, the drone is modeled with an ideal motor and voltage source power system. This model uses a constant voltage power source that can draw as much current as needed to satisfy any command applied to the motors. This means all electrical dynamics from the battery are also neglected in the model.

The drone is simulated under ideal conditions in Figure 17 with a ramp signal applied in the Z-direction from the ground to 5m. The drone overshoots the 5m hovering height by 5.43% in this test. These results can be compared by the user for other cases, e.g., by running the models with the discrete PID or the discrete PID using the synchronous components by selecting the desired model variant as shown in Figure 16.

8.2 Battery Powered Drone Example
In the Examples.DroneWithoutIdealPower package, the TestSystem model is configured similarly to that described for the previous example. However, here the drone variants/classes can be changed to study the drone’s behavior when using a battery power source. This model uses a battery power source where the voltage and current are affected by the battery’s state of charge. This means the electrical dynamics from the battery are also included in the model.

This model configuration also uses a DC permanent magnet machine, using the model in Figure 13. The battery is parameterized with a nominal voltage of 12.1V and the motor is parameterized with a nominal voltage of 12V. This model variant considers the non-ideal behaviors that were neglected in the previous section. The system is given the same 5m ramp command in the Z-direction, with the response shown in Figure 18. Since the simulation is only for a 10-second period, the power consumption will have a negligible impact on the electrical dynamics. The overshoot and steady-state error in the Z-direction are 1.36% and 0.13% respectively. The lower error and overshoot compared to the simplified case is due to the higher damping modeled in the motors.

8.3 Example using DLR’s Visualization Library and the Modelica_DeviceDrivers Library

The drone can be simulated using HIL and virtual reality software programs using the DLR Visualization Library. The drone is configured for HIL simulation using the DLR Visualization Library in Figure 19.

In the package, Examples.Visualize the model ModuleTest_SimVis is configured to use computer keyboard arrow inputs to direct the drone’s flight path by using functionalities from the Modelica_DeviceDrivers library. The components from DLR’s Visualization Library include cameral and camera2 components that are connected to the frame_a interface on the chassis to follow the drone component around the environment during the simulation. The world component defines gravity and a reference frame to all moving components in the environment. This world component (from the MSL) is connected to the world component (from from DLR’s Visualization Library), which defines the physical terrain (i.e. the scene) that the drone is interacting with.

When the model is compiled and simulated, it appears in the environment in Figure 20. The user can then utilize the keyboard commands to maneuver the drone around the environment. The drone can also be configured to be controlled by a joystick or in other virtual reality environments, where more information can be found in (M. Podlaski 2021).

9 Conclusions
The DroneLibrary introduces a basis for open-source, multi-domain drone models at varying levels of detail and complexity. The models included in the DroneLibrary are more complex than those in previous literature with the capability to interface components between multiple engineering domains. Many of these systems previously only considered mechanical behaviors and aerodynamics, while the DroneLibrary considers electrical dynamics in the motors and power systems. The models in the DroneLibrary allow for animation of the system for a

3This requires a Professional Edition license of the Visualization Library, to obtain one, see:https://visualization.ltx.de/.
The models in the library are designed in a manner that encourages future development, i.e., allowing to both increase the complexity and the flexibility of the component and system models. In addition, these models can be integrated with other software using the FMI Standard (Modelica Association 2014), especially with virtual reality software and game engines such as those in (M. Podlaski 2021).

The library has been developed in Dymola and the developers have successfully checked and simulated the models. In addition, the library was also tested with OpenModelica where currently the models pass checks but may not simulate.

The library has been released as open source software under the BSD 3-Clause License and is available online at: https://github.com/ALSETLab/Modelica-Drone-3D-FMI
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